# Java String and StringBuilder

## github-classClassroom Assignment

* [Acceptance Link](https://classroom.github.com/a/W-kycxmD)

## laptop computer01

**Points: 7**

Use the code skeleton in e01.

1. Create a new Java class called StringExercise with a main method. In the main method, check if there are any command-line arguments. If not, print an error message and exit the program.
2. If there are command-line arguments, create a StringBuilder object and append all the arguments to it, separated by spaces.
3. Print the resulting string to the console.
4. Create a class call StringUtilities.
5. Implement a static method in the StringUtilities class called reverseString that takes a string as input and returns the reverse of that string.
6. Call the reverseString method on the concatenated string from step 3 and print the result to the console.
7. Implement a static method in the StringUtilities class called countVowels that takes a string as input and returns the number of vowels (a, e, i, o, u) in that string.
8. Call the countVowels method on the concatenated string from step 3 and print the result to the console.
9. Implement a static method in the StringUtilities class called countVowels that takes a string as input and returns the number of vowels (a, e, i, o, u) in that string.
10. Call the countVowels method on the concatenated string from step 3 and print the result to the console.
11. Implement a static method in the StringUtilities class called countWords that takes a string as input and returns the number of words in that string.
12. Call the countVowels method on the concatenated string from step 3 and print the result to the console.
13. Implement a static method in the StringUtilities class called characterFrequencyMap that takes a string as input and returns a Map<Character, Integer> of containing the char and count in that string.
14. Call the characterFrequencyMap method on the concatenated string from step 3 and print the result to the console.

To run the program, you can pass one or more strings as command-line arguments, like this:

java StringExercise hello world!

This will produce the following output:

Concatenated string: hello world!

Reversed string: !dlrow olleh

Number of vowels: 3

Number of words: 2

Character frequency:

  : 1

! : 1

r : 1

d : 1

e : 1

w : 1

h : 1

l : 3

o : 2

## trophy01

**Points: 5**

Use the code skeleton in b01.

Implement a program that will play [Hangman](https://en.wikipedia.org/wiki/Hangman_(game)) with a user.

The program should:

* Print the current state of the hangman.
* Print the current hidden word.
* Prompt the user to guess a letter.
* Check if the letter has already been guessed. If it has, print an error message and prompt the user again.
* Check if the letter appears in the word. If it does, update the hidden word. If not, increment the number of wrong guesses.
* Check if the user has guessed the word. If they have, print a congratulatory message and end the game. If not, continue to the next iteration.
* If the user runs out of guesses, print a message saying they lost and reveal the word.

The program display a **\_** for each letter that is missing. The program pick a random word from a list of words stored in a **file**, eg. a word per line.

The game needs to start with java Hangman.

The flow of the game should look like this:

Play some Hangman.

 \_\_\_\_\_\_\_

 |      |

 |

 |

 |

\_||\_

\_\_\_\_\_

Guess count: 0

Guess a letter:

a

 \_\_\_\_\_\_\_

 |      |

 |

 |

 |

\_||\_

a\_\_\_\_

Guess count: 1

Guess a letter:

p

 \_\_\_\_\_\_\_

 |      |

 |

 |

 |

\_||\_

app\_\_

Guess count: 2

Guess a letter:

l

 \_\_\_\_\_\_\_

 |      |

 |

 |

 |

\_||\_

appl\_

Guess count: 3

Guess a letter:

e

apple

You got it with 4 guesses!

The HangMan states.

 // Start

 \_\_\_\_\_\_\_

 |      |

 |

 |

 |

\_||\_

// As the player guesses incorrect letters, you add elements to the hangman, like this:

 \_\_\_\_\_\_\_

 |      |

 |      O

 |

 |

\_||\_

 \_\_\_\_\_\_\_

 |      |

 |      O

 |      |

 |

\_||\_

 \_\_\_\_\_\_\_

 |      |

 |      O

 |     /|

 |

\_||\_

 \_\_\_\_\_\_\_

 |      |

 |      O

 |     /|\

 |

\_||\_

 \_\_\_\_\_\_\_

 |      |

 |      O

 |     /|\

 |     /

\_||\_

 \_\_\_\_\_\_\_

 |      |

 |      O

 |     /|\

 |     / \

\_||\_

You can store each stage of the hangman as a separate string in your code, and then print the appropriate string based on how many incorrect guesses the player has made.

![light bulb](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACUAAAAlCAYAAAGymRCVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAIdUAACHVAQSctJ0AAAdPSURBVEhLzVdpbFRVFK4//KuJPzQR/0hQgRZjQBIUBVywGnGBqFEUAUFNFAvuoiCKOwgqKkpQXEBQcWGVRailMNBCoUxpC11nYzozzEzpTGej03s/v/PmGiBtLVMW/ZKb996955573rnnnvPdnC4Bbz5wbCcQmQvTlZOjQuOXq9R2ILHieKcAgYeh3UMGmM8MGr2Bk6U6BZIbgdSfwOERx6WR+AUqVQwVGLfMdOXkaNfQXFnIfB6HbX9l5wuheS7Quow/MQ/wjuxCKDydf7oVaD/Atg9IrgSOTOxCuOVN6Pgyq8m76e4c9e4mbC4p+3ehMwflyKtF7Ccg+jUQnAr5NkPHgdbl/NttQNsObuOPQOipjvYhTqF0GaCq+CymxhOC4B+gZQ41/UWf7eVzC93xXkchHZicj9iXdOo6yFN7J+SboZMB313cqi8gT9PVEVtL97kqamqwYftuj+nqiF326vLyQ/WwVVQ2mq4zAO3uO1q5rk7B/ygQmAR4hsL6dvS714h0D+XMXYLm+UB8DZ2/gV5h7CfomTg3IvIpN+MZoGkUFed9ZaZ0DYSep0s5McXYbdvDjdrPvSjnsySzL/FvgKOzAP/93Ucggk9Q2bdURovSpVRkB3Rl5kC08cQnf2UU0PLg5O6VCVR4ukZsESf+jnRgCXR4MdJHuAC/rf7m6aem6B+owPg0ml9mmL1NK97h8y0qeRnKP6HdiGSHZMOwcKrx5kSiaaaO1w1PJOpvDJuh7GGva6yv43GXwNtefgBbysp9ZqhnWLBwSWzGrPcx5bkZCdP1H0I5+x/C4WHMi08yQMcA7sGQPjPcPbSnz2XwjODWM7m2rmD7jhG/kDs4m0c+o1C7r+hlxLuGcg1hXFFJYj2bHB8eozhjqnUJo50hERjH4zNEG/HOoVwDPkSEySa+ihFfyOPCZNjGYieJMbmWVn5Fy17j0XmAygbMNdM6glmgBREKJzhJlKTl/PEcSvKUb9YxRD9mwE6B8gw9aqZ1hPLm+xCVPCmKbJnzp6rZWJTkQKf4mzHm9eZXoA7ndx1bumnMLLR8xJV/o6Ji6GO7qEwq235oKd2pTZnMwN/T/jGvm2mdQ4VepLPl0P4BnSyCihWybeU704tY2roIImPEu4YKTp6NCOtF/AdaQGV0vI7RQr5bfRxTwSffMeL/DoSfy+Si+LfQwXnQR1jl+W71ccyIdQ8dfPgqhKZYWVI5p7FgFmQypvR5H+prxE4NynOTklSr/G9C+d6w0q70meFTB4vEvJRjeCThKGiPNT7dHm+4McK++WY4O0g+qnO6YbNXYf2OkuxS7ok45PCgqsGFksqDKNpr77kiUVLd6EYpFe3oiridClau21Tw7pwFeP6lNzD7g8+nmu7/IYBB5+uaK3ppT16BcuYVKkduUDn6p62nK3erdvYr0K6rLhU5M+XsQLKwcvRbA9dAxudEJgEeSUlfEWaeyGesqTxBR9/lKZrBRMpx720kOtcDrmt4OHJX69o+lxlVpw809L4Qrv4tVlmIMnvHmMUlIQs5iq9mk2/SjjgpbYx0u5WGRhfQSBoY4kkNjGUtujNjoJN6qM+o7hm0+8rBlmeC07gYF4xxcWFnSabMJElWilnPaqwYKRJeYW9JYXI/U5YpNfIJvTeT88niAo/Qe3cwrQzU3NprzRLZA+5ry+AfR+WLuQjZXoKeketSqihTKNpI1oT9WW23KWOk7CKTpGxsKX+GhVa8Fn6Jhj2WoZjuQXvMEtlDNd1yzIqRqBjF7REvCQ2VC6OUvvYKNqlevD9IswqQlEYxkN6zvMY7RivjzjKMVJYeE71miewB391FVlxEPqdR3D75e9km8ZIYleY9RZHSWmVVDKNRSoxihRSKK9Q3yXodZyxGeWFsfpVbOYkJfVShWSJ7aP89A1RggkIzywqrpcX0U1Lj6YU2G0syW3ofdJsYZ+f7XrYy9nML28hGpO7LhVRqf/RDGjWdl+KJSvtG55klega0jO2twgVJucQiyqtHnIQswYCXBblFaf93UBHZps18rrO+ra2Tii1yIi/zOD+jZ2xvo/r0oUJTK6xCLBW9lTEmt20uqhOkDWFhSRuhQwut74wxkh4oFyXxkWIemmY3qs4syGMWI/wst+F1/vkHXPAT6OhCUjIe+/B8Psmq+C391rjIkZKowOPdX+hOB8o3ain8D5Kg82oq9CXERZvIQsixlZdG8Nvql3HKKd9d35upZw+69qILlCMvCPcg4PANTIi30KgXaRTZXtML1rfVz3HWxSDKTjODZ4PC0nIn2ZFqbArA5QtanGR3VQ0K95RjffFOtbZop8uInjvsrT5UX1nvRI3LiwP1DpRV18JGkiRGbdq1B3/Ydtca0XMHe11DVYPHTy+FUEvDKmnYvuo6lB44aBlXXF4RMqLnDiX26mfJSdNObt1BclPx1Dby0g22Uqwt3tm+ZptthhE95zjvupGjL7719jGrbs2/Lz548M2rL7887xLpzwz3BDk5fwMERVWjoyMMHwAAAABJRU5ErkJggg==)You can clear the command line between the turns with the following code:

System.out.print("\033[H\033[2J");

System.out.flush();

The escape sequence \033[H moves the cursor to the top left corner of the screen, and \033[2J clears the screen. Finally, System.out.flush() flushes the output buffer to ensure that the screen is cleared immediately.